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Joystick Shield Quickstart Guide
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Joystick Shield
Congratulations! Welcome to the wonderful world of joystick control. You'll be 
surprised by the multitude of uses you'll find for your new joystick. This page serves 
as a starting point for everything you need to get up and running with the Joystick 
Shield for the Arduino.

How do I assemble it?
For a step by step guide to assemble the joystick shield, see the Assembly Guide.

What do I do with it?
The joystick shield provides simple analog inputs along with four separate buttons 
and one button under the joystick itself. The joystick can be used for controlling 
outputs such as a melody or pixels on a screen. The buttons can be used for 
navigation or game control. If you want to jump directly into the example sketches, go 
for it:
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• Basic Arduino code (printing joystick values and button presses to the console)
• Crazy Arduino code (controlling a melody and tempo with the joystick)
• Basic Processing code (basic Processing integration)
• Advanced Processing code (painting on a window)

If you have no idea what to do with a joystick, checkout this video:

How do I make it work?
Once you've got the shield assembled, you can begin to change the example code to 
make the joystick do your bidding:

• How do I find the current position of the joystick?
• How do I find the current direction of the joystick?
• How do I set up the Arduino so I can know when a button has been pushed on 

the Joystick Shield?
• How do I know when a button on the Joystick Shield has been pressed?
• How can I avoid repeating the setup code for each button?
• How can I use the joystick with Processing (and Firmata)?

How do I find the current position of the joystick?

The position of the joystick is calculated from the two potentiometers in the joystick. 
The joystick can move in two dimensions which typically would represent X and Y 
coordinates but could represent any two dimensional quantity. To read the 
potentiometers we use the analogRead() function which returns a number from 0 to 
1023. We need to supply an analog pin number to the function—for the joystick shield 
the X position is read from analog pin 0 and the Y position is read from analog pin 1:

Serial.println(analogRead(0)); // Prints current X position 
Serial.println(analogRead(1)); // Prints current Y position 

It is a good technique—because it clarifies your intent—to use ''constants'' for values 
that will not change when your sketch runs. With this in mind, the following sketch 
snippet sets up constants for the analog pins used and prints the current X and Y 
positions to the serial console:
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const byte PIN_ANALOG_X = 0; 
const byte PIN_ANALOG_Y = 1; 

void setup() { 
  Serial.begin(9600); 
} 

void loop() { 

  Serial.print("x:"); 
  Serial.print(analogRead(PIN_ANALOG_X)); 
  Serial.print(" "); 

  Serial.print("y:"); 
  Serial.print(analogRead(PIN_ANALOG_Y)); 
  Serial.print(" ");   

  Serial.println(); 
} 

How do I find the current direction of the joystick?

It can be useful to use the value of the X and Y position to determine if the joystick is 
centered or moved in one of 8 directions (i.e. up, right-up, right, right-down, down, left-
down, left, left-up).

Since we know the value in each dimension will be between 0 and 1023 you might 
expect the centre value to be around 511 or 512 but because the joysticks are 
physical devices the actual value is unlikely to be that exact. If we choose the wrong 
value we'll find that our joystick will be detected as moving in a particular direction 
even though it is centered.

To work around this issue we specify two "threshold" values and consider that any 
value within that range should be considered "centered":

|­­­­­­­­­­|­­­­|­­­­­­­­­­| 
0         505  515        1023 

The threshold values you choose may be different depending on your joystick. We 
specify the values as constants in the code:

const int X_THRESHOLD_LOW = 505; 
const int X_THRESHOLD_HIGH = 515;     

const int Y_THRESHOLD_LOW = 500; 
const int Y_THRESHOLD_HIGH = 510; 

Next, we want to map our value in each dimension from a position range of 0 to 1023 
to a direction value in the range -1 to 1. For the X dimension -1 means moved to the 
left, 0 means not moved in the X dimension and 1 means moved to the right. For the 
Y dimension -1 means moved down, 0 means not moved in the Y dimension and 1 
means moved up.

We start by setting the direction in each dimension to 0 ("centered") and then we use 
if/else statements to check if the position value in either dimension is above or below 
our threshold values:
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x_direction = 0; 
  y_direction = 0; 

  x_position = analogRead(PIN_ANALOG_X); 
  y_position = analogRead(PIN_ANALOG_Y); 

  if (x_position > X_THRESHOLD_HIGH) { 
    x_direction = 1; 
  } else if (x_position < X_THRESHOLD_LOW) { 
    x_direction = ­1; 
  } 

  if (y_position > Y_THRESHOLD_HIGH) { 
    y_direction = 1; 
  } else if (y_position < Y_THRESHOLD_LOW) { 
    y_direction = ­1; 
  } 

The Arduino provides a map() function which in theory we could use instead of if/else
but the method is complicated by the centering issues so we won't consider that 
approach here.

As you can see in the next complete example we then use if/else statements to print 
the direction—you can modify this example to perform whatever action you need:
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const byte PIN_ANALOG_X = 0; 
const byte PIN_ANALOG_Y = 1; 

const int X_THRESHOLD_LOW = 505; 
const int X_THRESHOLD_HIGH = 515;     

const int Y_THRESHOLD_LOW = 500; 
const int Y_THRESHOLD_HIGH = 510;     

int x_position; 
int y_position; 

int x_direction; 
int y_direction; 

void setup() { 
  Serial.begin(9600); 
} 

void loop () { 
  x_direction = 0; 
  y_direction = 0; 

  x_position = analogRead(PIN_ANALOG_X); 
  y_position = analogRead(PIN_ANALOG_Y); 

  if (x_position > X_THRESHOLD_HIGH) { 
    x_direction = 1; 
  } else if (x_position < X_THRESHOLD_LOW) { 
    x_direction = ­1; 
  } 

  if (y_position > Y_THRESHOLD_HIGH) { 
    y_direction = 1; 
  } else if (y_position < Y_THRESHOLD_LOW) { 
    y_direction = ­1; 
  } 

  if (x_direction == ­1) { 
      if (y_direction == ­1) { 
        Serial.println("left­down"); 
      } else if (y_direction == 0) { 
        Serial.println("left"); 
      } else { 
        // y_direction == 1 
        Serial.println("left­up");       
      }   
  } else if (x_direction == 0) { 
      if (y_direction == ­1) { 
        Serial.println("down"); 
      } else if (y_direction == 0) { 
        Serial.println("centered"); 
      } else { 
        // y_direction == 1 
        Serial.println("up");       
      } 
  } else { 
      // x_direction == 1 
      if (y_direction == ­1) { 
        Serial.println("right­down"); 
      } else if (y_direction == 0) { 
        Serial.println("right"); 
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      } else { 
        // y_direction == 1 
        Serial.println("right­up");       
      } 
  } 

How do I set up the Arduino so I can know when a 
button has been pushed on the Joystick Shield?

Before you can know if a button on the shield has been pushed you need to set up 
your Arduino to recognize the buttons. Unsurprisingly you will perform this setup in 
the... setup() function!

First we define constants for the Arduino pin associated with each button:

// Select button is triggered when joystick is pressed 
const byte PIN_BUTTON_SELECT = 2; 

const byte PIN_BUTTON_RIGHT = 3; 
const byte PIN_BUTTON_UP = 4; 
const byte PIN_BUTTON_DOWN = 5; 
const byte PIN_BUTTON_LEFT = 6; 

If you've used a pushbutton switch before you may have noticed a resistor is normally 
required in order to detect a known voltage when the button is not pressed. To reduce 
the number of parts required this shield has been designed not to require resistors on 
the shield itself.  Are you thinking to yourself "if push buttons require resistors and the 
shield has no resistors how can we get the shield to work?"? If you're not thinking that 
then you can probably skip reading this bit. (And if you're thinking "I'm really hungry" it 
might be time to put down the electronics and get some food.)

It turns out your Arduino actually has internal resistors connected to the pins inside 
the microcontroller. In order to use the internal resistors we need to "enable the 
internal pull-up resistors". If that sounds to you like "hoist the jib and unfurl the main 
stay" then I can explain some more:

When a "pull-up" resistor is connected to a push button it means that the voltage level 
when the button is not pressed will be HIGH because the resistors "pulls the voltage 
level up" to HIGH when the button is not pressed. On a typical Arduino a pin that is 
HIGH will be at 5 volts. When the push button is pressed the pin will read as LOW 
because there is less resistance between the pin and ground than there is between 
the pin and 5 volts.

To enable a pin's pull-up resistor you first set the pin as an input and then enable the 
pull-up:

pinMode(PIN_BUTTON_RIGHT, INPUT); 
digitalWrite(PIN_BUTTON_RIGHT, HIGH); 

The actual code to enable the pull-up doesn't really make any sense if you read it 
literally but that's the way it works.

Other than remembering that an unpressed button will read as HIGH with a pull-up 
resistor and a pressed button will read as LOW you don't need to remember or 
understand the other details.

In order to configure each pin to be an input and enable the pull up resistors we use 
the following code:
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void setup() { 

  pinMode(PIN_BUTTON_RIGHT, INPUT);   
  digitalWrite(PIN_BUTTON_RIGHT, HIGH); 

  pinMode(PIN_BUTTON_LEFT, INPUT);   
  digitalWrite(PIN_BUTTON_LEFT, HIGH); 

  pinMode(PIN_BUTTON_UP, INPUT);   
  digitalWrite(PIN_BUTTON_UP, HIGH); 

  pinMode(PIN_BUTTON_DOWN, INPUT);   
  digitalWrite(PIN_BUTTON_DOWN, HIGH); 

  pinMode(PIN_BUTTON_SELECT, INPUT);   
  digitalWrite(PIN_BUTTON_SELECT, HIGH); 
} 

See the next section to learn how to read whether a button is pressed or not.

How do I know when a button on the Joystick Shield 
has been pressed?

Once you have set up your Arduino to recognize the buttons (see above) you can tell 
whether the button is pressed with the digitalRead() function. When the value read is 
LOW the button is pressed and when the value is HIGH the button is not pressed.

if (digitalRead(PIN_BUTTON_LEFT) == LOW) { 
    // Button is pressed 
} else { 
   // Button is not pressed 
} 

The following complete example will print the state of each button and the value of the 
joystick to the Arduino serial console:
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// Store the Arduino pin associated with each input 

// Select button is triggered when joystick is pressed 
const byte PIN_BUTTON_SELECT = 2;  

const byte PIN_BUTTON_RIGHT = 3; 
const byte PIN_BUTTON_UP = 4; 
const byte PIN_BUTTON_DOWN = 5; 
const byte PIN_BUTTON_LEFT = 6; 

const byte PIN_ANALOG_X = 0; 
const byte PIN_ANALOG_Y = 1; 

void setup() { 
  Serial.begin(9600); 

  pinMode(PIN_BUTTON_RIGHT, INPUT);   
  digitalWrite(PIN_BUTTON_RIGHT, HIGH); 

  pinMode(PIN_BUTTON_LEFT, INPUT);   
  digitalWrite(PIN_BUTTON_LEFT, HIGH); 

  pinMode(PIN_BUTTON_UP, INPUT);   
  digitalWrite(PIN_BUTTON_UP, HIGH); 

  pinMode(PIN_BUTTON_DOWN, INPUT);   
  digitalWrite(PIN_BUTTON_DOWN, HIGH); 

  pinMode(PIN_BUTTON_SELECT, INPUT);   
  digitalWrite(PIN_BUTTON_SELECT, HIGH);   
} 

void loop() { 
  Serial.print("l:"); 
  Serial.print(digitalRead(PIN_BUTTON_LEFT)); 
  Serial.print(" "); 

  Serial.print("r:"); 
  Serial.print(digitalRead(PIN_BUTTON_RIGHT)); 
  Serial.print(" "); 

  Serial.print("u:"); 
  Serial.print(digitalRead(PIN_BUTTON_UP)); 
  Serial.print(" "); 

  Serial.print("d:"); 
  Serial.print(digitalRead(PIN_BUTTON_DOWN)); 
  Serial.print(" "); 

  Serial.print("x:"); 
  Serial.print(analogRead(PIN_ANALOG_X)); 
  Serial.print(" "); 

  Serial.print("y:"); 
  Serial.print(analogRead(PIN_ANALOG_Y)); 
  Serial.print(" ");   

  Serial.print("s:"); 
  Serial.print(digitalRead(PIN_BUTTON_SELECT)); 
  Serial.print(" "); 
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  Serial.println(); 
} 

How can I avoid repeating the setup code for each 
button?

An excellent question—see if you can work out the answer before we write one up. :)

How can I use the joystick with Processing (and 
Firmata)?

Also an excellent question—see if you can work out the answer before we write one 
up. :)

Schematic and PCB Layout
For technical information including the schematic and design files, please see the 
product page. You may also want to add/review the comments on this page or do a 
google search for example projects that use the joystick shield.

Have a suggestion for how we can improve this quickstart guide? Concepts not 
explained clearly? Need more example code? Please let us know. You can leave a 
comment below or email us spark@sparkfun.com. Also let us know if this is the most 
awesome Quickstart guide you have ever encountered and we will stop trying to 
improve it.
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